Practical 1

Aim: Write programs to implement the following Substitution Cipher Techniques: - Caesar Cipher , Monoalphabetic Cipher.

MonoAlphabeticCIpher

Code:

import java.util.ArrayList;

import java.util.Collections;

import java.util.Scanner;

public class MonoAlphabeticCipher {

    public static void main(String[] args) {

        Scanner sc = *new* Scanner(System.in);

        System.out.println("Enter plaintext:");

        String plaintext = sc.nextLine();

        String lower = "abcdefghijklmnopqrstuvwxyz";

        String upper = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";

        ArrayList<Integer> p = *new* ArrayList();

*for* (int i = 0; i < 26; i++)

            p.add(i);

*for* (int i = 0; i < 26; i++) {

            System.out.print(p.get(i) + "");

        }

        Collections.shuffle(p);

*for* (int i = 0; i < 26; i++) {

            System.out.print(p.get(i) + "");

        }

        String key = "", KEY = "";

*for* (int i = 0; i < 26; i++) {

            key += lower.charAt(p.get(i));

            key += upper.charAt(p.get(i));

        }

        String ciphertext = "";

        int i, j;

*for* (i = 0; i < plaintext.length(); i++) {

*for* (j = 0; j < lower.length(); j++) {

*if* (plaintext.charAt(i) == lower.charAt(j)) {

                    ciphertext += key.charAt(j);

*break*;

                }

*if* (plaintext.charAt(i) == upper.charAt(j)) {

                    ciphertext += KEY.charAt(j);

*break*;

                }

            }

*if* (j == upper.length())

                ciphertext += plaintext.charAt(i);

        }

        String decrtptedtext = "";

        i = 0;

        j = 0;

*for* (i = 0; i < ciphertext.length(); i++) {

*for* (j = 0; j < key.length(); j++) {

*if* (ciphertext.charAt(i) == key.charAt(j)) {

                    decrtptedtext += lower.charAt(j);

*break*;

                }

*if* (ciphertext.charAt(i) == key.charAt(j)) {

                    decrtptedtext += upper.charAt(j);

*break*;

                }

            }

*if* (j == KEY.length())

                decrtptedtext += ciphertext.charAt(i);

        }

        System.out.println("nMonoalphabectic Cipher");

        System.out.println("plain text:" + plaintext);

        System.out.println("key        :" + key);

        System.out.println("KEY         :" + KEY);

        System.out.println("Cipher Text  :" + ciphertext);

        System.out.println("Decrypted text:" + decrtptedtext);

    }

}

CaesarCipher

Code:

import java.util.Scanner;

public class CaesarCipher {

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.println("Input Data to encrypt");

        String str = sc.nextLine();

        System.out.println("Input the key length");

        int key = sc.nextInt();

        String encrypted = encrypt(str, key);

        System.out.println("Encryped Test is :" + encrypted);

        String decrypted = decrypt(encrypted, key);

        System.out.println("Decrypted:" + decrypted);

    }

    public static String encrypt(String str, int key) {

        String ct = "";

        for (int i = 0; i < str.length(); i++) {

            int c = str.charAt(i);

            if (Character.isUpperCase(c)) {

                c = c + (key % 26);

                if (c > 'Z')

                    c = c - 26;

            } else if (Character.isLowerCase(c)) {

                c = c + (key % 26);

                if (c > 'z')

                    c = c - 26;

            }

            ct += (char) c;

        }

        return ct;

    }

    public static String decrypt(String str, int key) {

        String pt = "";

        for (int i = 0; i < str.length(); i++) {

            int c = str.charAt(i);

            if (Character.isUpperCase(c)) {

                c = c - (key % 26);

                if (c < 'A')

                    c = c + 26;

            } else if (Character.isLowerCase(c)) {

                c = c - (key % 26);

                if (c < 'a')

                    c = c + 26;

            }

            pt += (char) c;

        }

        return pt;

    }

}

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAooAAACKCAYAAAAt62ulAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACv3SURBVHhe7d1faBxXni/wXyYzsCEdEhlW6cQos2g7ERJa68Er5T5smEZeSw8zKEhiCeNngdPahWs/+DKWMMII2bB+iA133WMQ7Ju9YZFMxORByrXowXmYkdBDPF4JzfQIEuMdxQvWDKkhCzuZ3PM751TVqer619XVckv6fqBtdVXXv3NOVf3qnKo6z73c9vq3BAAAAADg8x39PwAAAACABwJFAAAAAAiEQBEAAAAAAh3aQHGyvEQfXXlHf2td2a/nO3T17hLdKumvGTko6bnfDla6TNCtT5bo3t0ZKuohjSheuU33eH78KU/oofFQlqLsXx61aj78bHGUfr/4JmV8CDt00u1/ac8PzTmvKNmWeaXeeTZz++KoZWe7/dkKDRS/cyxPL4y9Ty/+0z/LD//Nw8LpjDE/nsJbOz5xppSuG9PdpqsJUvPmhxtE3YO1CS/ndZ0m9VcpaNg+CV3PBPbzQB+dnt58PahBQJr0DM+/uP2hOfazTFSmztCp0yM0u27pIcmEp5k+YPrSTW5PcYY+8qchlz3n4Jrm+HK086ixsqt/08Int8zpMmjmHedl088ddtn3pXXa/e9ZaEqZTxEXQDqBgeLzr/0VvfAP/0jPv/EWPffd78oP/y2HvfqG/lWw6uKILLynTl+jtfyIPsDwCWCE8uvX9Dj1OVtW00SRV01j7bQ2Z08nJnovwcGpskqbdJJ+/EyuEOpwKNZzhxbsfJ0TJ5/+C/t2InzmYvIveH94VubpLK/L6GWq6CHPRGia3aeLozqtxLnP0seLd6fu6/EWWfnempNypYHjCzuyeZS27MoTdC89DQpQeFyD6fejsbv0ythvKGH27Z/uNspZYpvbuvSACerLizKpvzVLcUgsb32J1qiLhg9lMFR/mY+PC1rkWJeIPu618LrWBIrPPf8d+t7JIj33wot6iIuHfa9/UP4mntj4lR2iQq/I1UHqyVm0uWIf8JOaoB/358QB6wxddFJQzLdkJqi+sq05OKnlF4bqveL112qYV4u+ccYy7SsmsznArdGImmfUevqm01eU9jLGC0Q5EZQ54z1pYNYKRGyDcZUavQ0J07Nymd5d3BHrNa6X6aud8NdA+GokVYCp1tGsEZLrxNsnT0QzehvEVWTJf7Udlkc8nK86a9MlPj1980ycfyb1O94feNq6ykuCNIvbBnM53nKiBeYDi1mXUFmkmd8T2txqp2Fn3bTUxxe/o5ZH9ZdduT8P7dHs6XO0rEZ6lRdUUJl4HRTZ3LxifHxNz57x9rj33xbf36ab8heab1jgdDb5W3f853M5PSLC7jZt2hcrJZEeK6u0S+3UITc27FjH+RN87FGijpHv0HB3jnYfzdPyFlHPkK/sB4pbHgsbF1eWEk7nK9PZlvnouCB8nhmmizHf6ONEGN/8+OPL98B8kOnhW2fPsJDpGlQbKP7Fi/T8Xx7X32rxOP5NXfjK1crRwDRnkh6WhNgRC7RDn6W9tCw/pGquvquw4pUSDewu6asU/pxzDjqT5QvGOHWV7R6s1Y5wqW1VjufmAPsAHDVPKWQ9i1fGiW7Y04jliav/82J5dpPDQtWtdZGf0ryeUhzTxwbpqbza4tqZTufkGjZPW9g2SEnTc2tPXGW3i23kQmvW9KjlXbJ3Mi7gnqtCs/YoQuEkHVvh7RdlaqyNlk8vOesVnUdcBmvTJS490+ZfnPDyEpFHIWkWtw2RzVQR+RBXXsI0K80eTYkTs7+5NO3xJYHDnEdSnfkwyTU1kTUf4oQ9KrZxV+znNSfhcLIWcUh9Lq5/pYcqpbm3xfa54z+lXvoJB3U//SX9ml6nv31f/1AodbxE9Nsv5HJDp2McJI69RJ/OueO/P52kbvCxCNjaqU8EApMnyDk3XazEHOtCjj3qxB4xXZEvgtQ5sPLoCeUCbxUIYi6Py1wnjRvBTdrzgzudd55hx92mlPmYuCByninTJe25P5zaT9T8atc1NB94f6VOWf5sxY52oupDeXxt6FgQIUnVYEoiMh/rFIVjQfytEmV2nUQmqUjXTOTG6CpmI0hyzdMdXuZ7bkFIRNcoeE1QX2GHFpzlqKtsz45rbdCsvQOsbJOVa6Me+U0InKcteD0rU+c8V0zLWxblnGaPaO7Vlne62HlGbUPS9Kw8FlfZQmmcBsRBblmf0GSa3dggS9ZMiAPkEJePsrE+CYl1vKMPEly+7ADkYiU8j2xh6RIrRf55ufuDEzCFpHV4HjWQZqGi59lIGWw8zYLM02ciCDGbS4ucz5kcX45gHqUtuzFuljg/2mk8g3vHytO/pB/9XH8RPt76il4+JgJC4V9FUPlW32vyb/bDbqJP/+138u+o6X429Dr9Yf0XnvFx5AlZ4HKQP3Gd+kidnKXIY50SeOyJmI73HW52zukgoN6g3qxxu/lghyjvVgClPT/UzFNuX4JzY92asR8p9adLg+f+FMLzgfdXEYiesPdXrnEmWvtQL7uhY0G4mkDx2//+I33zX4/1t1o8jn8TpjBmV3uqqyT7qpfZkb59H1tgVXPGZKZFnrC8eB3lVYauunVOOMXjlBeRvD1cfsTB02RtrbpX2twEq2tRQudpCFxP+yZm/bnUn6BpJE7MPMO2wZYoPWVaadYebeo/vbromFj07iO3fDQsQR6lkTr/hKj9ITStQ/OoCWkWN8+UZbCRNIvDD2HknQOlK+3x5ajmkS1N2U0ul+JiwOcHb9LnRhPx1X4V7LHyyuf0h79+Q+WJ+N3f0Of0sR38RUzXLpLoy0dJahADcA12XhxXHvDJeZue2rMJPdbFCJmOW2S42bkql8PERVI1l7D5OYAIXmLVU5Zky5HQlONuM/ajEHHp0sC5P7WIfPDsr8VBEZBu07K98AaPBWFqA8Vv/kz/s75K335dGwzyMDlO/CaMewO02zRSQyTkB1zVKiL5yCsOWRC91ax1E8taFicsuwrZKdx+xs7KV8NqG5ZoV5xw3JOc8dCG/Ul4A2r4PDX/evJV/PRJIqO6PrgqvR4ZzLNmPWvJq2B6or74r6z4hnD5h3GAzVRwHjWq/vxTEu0PHlF51Iw0i5pnY+UlbZrFkifqQbraob/7ifkmOr5oRzmPpMzKrovv27rU/0Tti05NTDpr071i+z5xmog9TdM//w39ylLNz6Wh74vj+++ch2CipnuSMo+svW3xr6rBdh+W0ifj0GNdjLDpitzsbAbs+l6/tDV14hwXrc6yJB/useeZ/twYLKLMZxEXmGLThWW9fVFi8kHeaqO2Xz7o5ASpGRwLQgQ2PX/z5Rf09b//C33zxa/p2z/9SX74bzlMjGuculKi3cfRCS0PYLyj+G4qLZvt/yJxeCeKqD3g6mVn55LNomYh01Xc5hWBwyisOnPM+xnSCd8BPOupOVdU4krhvO/qYHPPSnXQiJpnEkHr6Shdl1cx1cVzzv0U7gnIbk5QtyNwtbg3b73yHXo6Pc9YDeZRsvSsL//SCs6j+DSrv0zEz7PR8pJ9mnHTzxPq6VZNgbUSHl8adJjyKMuyy0HieH5DPvDSUK2Kwan9+8Gb9BOjZpBxk/KrHa/RD7u/oo999xmGTcfTvDXmexCmEZHHughR08lAjNPRCE7mNsiq+95ecY7kWwfEOS6JZGXJPW8mOe5mWuYTxQVJJEyXRs/9Ih1lLV+dD5aE54NKm3zHhDjOPTFuW1AaP17XCr1H8c9Pd+nrxZ/SH//v/5Ef/puHpcI3peorIvXRN4YmuNLkWgmzCeveJyLC+7DOSJ6fxCP7vqZ5Oit2trxzlabWRV0xi8LmeRLJHMdXkeomVnd8knuhoubp41vPO+JqwLmanG6jTd/VQWWqLH9/yZ53bEGOn2cinvVkRv7om4/V1TbfP6pqk4K2nZsK1X1MelrxUekp0vqGbj7k4UN7tJBgPa8W0+aREpyeafMvreg8Ck8zJW4bZMBd0Omjy0v4PKPWJWqeadPMnk78XsySbxDn6QPzT5xgd3PqIFhp4PiSzmHII5/EZdc3z5zeDuOpzHESaZ9hbYu8D3FMNyFPH6Nf+R52KU//P/qy/3/R332pHmKxRU3H01xcf4nOGE3TcU8997SFj78lylrUsS5c+HSTJ1QQ40lHGbTkSD08Y+RDQN46ZSLxrQPx5wd3nheoZ8ueZ/xxN9syHxUXNCNdGjuv1C8+Hyr8UF//iCgrxn2yCaZL67mX217/Vv99uPHJhF/r0LTq4oxgPQ82pEv9kGatoUXyoTT393T12H/QKyX1UArUi4OlC/LNEEnfJXo0tG668Kt15FPTTbu4bczRCRQBAKDlra2M0qvrnyR8XQ3UQqAYrFXThW+fa+SBseZr4utxAAAAYvieTn7rt79AkAiHm33fovyMUKGa5DaFZwc1igAAAAAQCDWKAAAAABAIgSIAAAAABEKgCAAAAACBDm2gyC99bd57jrKT/Xqq90jdauhdfrUOSnrut4OVLvrl9HW++DUMv9LBfqdY4Lv5QqAsRdm/PGrVfPjZ4ij9fvFNyvgQdiCl28fSngOac+5Qsi3XSr3zbOb2HW6hgeJ3juXphbH36cV/+mf54b95WDidaebHU7BrxyfOMH6/lzNdsk7muT9YCnoTvJyX723vQcP2Seh6JrCfB/ro9PTm60ENAtKkZ3j+xe0PzbGfZYJfiJumm6jwNFMHck+aiY/cHvspQTMNuew5J4k0x5ejnUeNlV39m0xP/C1AlzMzfzi/mn5+sMu3Lz3T7mPPQlPKdYpzP2QvMFB8/rW/ohf+4R/p+Tfeoue++1354b/lsFff0L8K5vYPqt9kLg8wfAJQ7wlS49QnybuM5BWV7u1DTScmei/BwYnfYJ+op4Fn7FCsp9EP5pw4+fQH9Ot7WMXkX/D+8KxwLxBiXZ71i61D04x7QNBpJc6Llj5euK+NsMjK99acsFVvDOmOL+zI5lHasitP3r30NCh44XENpt+Pxu7SK2O/cfps3ley2zyxXW1desAE9eVFudPfmkX22bu+RGtUb/d8B0X95Tr+3N8ix7MjoCZQfO7579D3ThbpuRde1ENcPOx7/YPyN/HEQX9lh6jQK3KcOze3aHOl3vcETdCP+7nf4DN00SkJYr4ls2DoK9uag5NafmGo3itef62Grz9Jc5yxTPtqymwqcGs0ouYZtZ6+6fTVpr0M2UG80/WT+HjSwKwViNgG4wo2ehsSpmflMr27uCPWa1wv01c74a+B8NVIqgBTraNZIyTXibdPnohm9DaIK8yS/0o8LI94OF+R1qZLfHr65pk4/0zqd7w/8LR1lZcEaRa3DeZyvOVEC8wHFrMuobJIM78ntLnVbvSLq6U+vvgdtTyqv+zK/Zl7bzl9jpbVSC/uCpCDysTroMjmZuNdiv6mZ894e9z7b4vvvv6afcMCp4uzu02b9gVJSWzzyirtUjt1yA0KO55xHgQfX5So46Dqm3z30TwtbxH1DPnKd6C45bGwcXHlJeF0vnKbbbmOPveHzzPDdDHmG30sOPxqA8W/eJGe/8vj+lstHse/qQtfuVo5GpjmDNTDkhA7aYF26LO0l5bc4XqdHagXr5RUP7HyCoY/bsf2k2Xdh6wcrq6y3YO12klkNzxiPDcV2AfgqHlKIetZvDJOdMOeRixPXP2fF8uzmyMWqm6ti/wY3f8UxgbpqbwS49oZt9P5sHnawrZBSpqeW3viCrxdbCPveGZNj1reJXsH5AOE54rRrD2KUDgp366/UBVlaqyNlk8vOesVnUdcBmvTJS490+ZfnPDyEpFHIWkWtw2RTVgR+RBXXsI0K80ecR+n/ubStMeXBA5zHkl15sMk1+JE1uCIk/mo2MZd7tfXf4IOJ2sRh9Tnoq8v59Lc22L73PGfUi/9hPtl/ukv6df0Ov3t+/qHQqnjJaLfqj6fQ6eL9VgEbO3UJwKByRPknH9U/8oRx7OQ44sKQCKmK/KFjjrPVR49oVzg7QBBzOVxueqkcSO4SXsOcKfzzjPs2NqUch1z7o+cZ8p0SXt+PwqSVA2mJKL2sU5RcBbE3+rgMbtOIgNVNG5mQGN09bMRJLm4k2yxzPfcQpKIrlHwmqC+wg4tOMtRV9mendraoFl751jZJivXRj3ymxA4T1vwelamznmuppa3LMo5TSLR3Csx73Sx84zahqTpWXksrsCF0jgNiAPgsj6hyTS7sUGWrJkQB88hLh9lY30SEut4Rx9AuHzZAcjFSnge2cLSJVaK/PNy9wcnYApJ6/A8aiDNQkXPs5Ey2HiaBZmnz0QQYjaXFjmfMzm+HME8Slt2Y9wscX6003gG95WVp39JP/q5/iJ8vPUVvXxMBITCv4qg8q2+1+Tf7IfdRJ/+m+ojOmq6MMWOdvk/53X+xHXqo4fuNkcez5TA40vEdLx/cLNzrqqXU2fgbta43XywQ5R3K3nSngNq5im3L8H5r27N2FeU+tOlwfP7IVcTKH7733+kb/7rsf5Wi8fxb8IUxnS1bUDfhfZVgH0fW2A1dMZkhkaesLx4HeUViK5edk44xeOUJ3e4/IiDp8naWnWvtLkJVteihM7TELienm5+luhSf5Kr4Rgx8wzbBlui9JRppVl7tKn/9OqiY2LRu4/c8tGwBHmURur8E6L2h9C0Ds2jJqRZ3DxTlsFG0iwOP4SRP1F77Eh7fDmqeWRLU3aTy6W4GPDxdfF3td8N9sorn9Mf/voNlSfid39Dn9PHdnAYMV0srqXOi2PHAw4MtumpXXEVejyLETIdt7pws3NVLoeJC6FqLmHzcwARvMSqp7zI1iGhKcfWZuwrIeLSpYHz+1FQGyh+82f6n/VV+vbr2mCQh8lx4jdh3Bug3aaRGiKRP+AqYxHlR16NyELaKZsAUhPLWhYnLLt62Sn4fsaOzFfDahuWaFeccNyTnPHQhv1JeCNt+Dw1/3ryVfz0SSKjKj+4mr0eGcyzZj1ryStkeqK++K+6+GZx+Ydx8M1UcB41qv78UxLtDx5RedSMNIuaZ2PlJW2axZIn8UG62qG/+4n5Jjq+aEc5j6TMyq6L7+m61P9E7YtOLU06a9O9Yvs+cZqQPU3TP/8N/cpSzc+loe+L4/vvnIdgIqeLYO1ti39VLbX7QJQOpkKPZzHCpitys7MZlOt7/dLW1InzWLQ6y4t8uMeeZ/rzX7CIcp3Fud8Umy4s6+07PAKbnr/58gv6+t//hb754tf07Z/+JD/8txwmxjVOXUXR7uPoTJAHMN6JfDecls17A0TB5x0sovaAq56dHU82i5oFUFd/m1cLDqMgy/ugxBVHw7Wg4TuHZz0152pLXAWe9135be5ZqQ4oUfNMImg9HaXr8gq1unhONaOItHZPQHZTg7odgav9vXnrle/Q0+l5xmowj5KlZ335l1ZwHsWnWf1lIn6ejZaX7NOMm4WeUE+3aiaslfD40qDDlEdZll0OEsfzG/KBl6xqXL58pAvQD96kn/hqBrlJ+dWO1+iH3V/Rx9PeghY1Xd0ij2cRoqaTgRinlRGczG2QVff9u+I8yLcHiPNYEsnKi3tuTHJszbRcJzr3J5EwXTI7vx9Oz73c9vq3+u8GccA2QiSuQmteSyFvWPVVU1eXEl9pygOPuMpSLFqbc+8/sJdbiJyfKGB3L8gHIOS6iZ3jI3FV5ewezrTqdwPmfuOZb+14vnmXr7Z5HYf3gppn4uZp8q4nP2HlBkg7tLbeTgN8M23Y+sj5bnvmweR89HRR8wzfBj9jPcmftyH5o7/5t927Pm56evJIHEgXtrponNfzQS/d46cuxZVej7O+XWIZfIMyLzcsjygyXZTw9Kw//yL2ByEqrePyPTTNpITbwIztCJtn+LpEzTNtmtXmHZPrsjIoygM/uGQHH7pcibJxaqUt5fHlKOeRP22Slt3gPJL3b3HtCx/rTzwMmH9ypbm/p6vdn9NF/Yoc+d0J8v6TPl1/if7u2H/QKyV1LyJbWxmlt377C8+wJNP5Bed5bdrUHs/M36hRMl+cMhE8XdTyLo5eC07rkPLilrHodamnvESWW6GZ5Zpx+tSe+2vXQ2owXaK2L+pYcBRkGCi2OD6A6QCjmbUMDcN6HmxIl/ohzVpDi+SDDPBiAjqoDXqAIV2a4egEigAA0PK4dvDV9U/o+75mZDAhIAqGdGmGJr4eBwAAIIbv6WRuQkaQCNA6UKMIAAAAAIFQowgAAAAAgRAoAgAAAEAgBIoAAAAAEAiBIgAAAAAEyvBhltqXVTLvCzmzV/eLMPldYb6X89azjs148eZRfpnnUX+RKQAAQCvLsEZR9Y156vQ1WrNU8MXdEbVmAGD06Ti3QRTUDy0AAADAEdeE1+OomsWeLbOWiIeViG6s0rFpuxsjDta4O664ccFd7szuDXq6/XEYXQMFkjWKpOeveYb5akZ111Tk62bI4SwveLqoHg78XRc5nHn6un1KME/Fty6edQxLa81X4+rvwugDKjnrXOUuvmQXfsHpeer0QujyNmO3HQAAAJ61fbxHMUcD09wfr13raHaSbo4boYVqfOfclakz+rdu7aX8pAkytvbIonbqKHLwNi4CGz0vXk86SefFesYtL2y6KNHz5KBuhPLOcDXPSwk6LZ8siyBxVwRc9nT5EaPGNCIfZIDXTms6H/hj1gjn+i+ofjHF8Nl1iwpDM06H930iHrRNnhCBZvWh/hact5nmHwAAADTFvj7MUl3kDr35r/u0vGVRrq1LDmfuOKKbD3aI8sfVl/1QeUy79p9T55z1CFrPMGmnC1Uap4HcDi07gdp9unhjg6xCL03qIcEmqK+wQwtOwCWmW9mhXPeg/h6WDyIwHeoUQVvZ2A4frtHU862sbJOVaxPrMk93OGg8YQewvHyL1j50A76gvBUxOQAAALS41n3qWQQh+6Z4nPL6TyrO0EefLNE9/QlsHg2Sdroo1h5t6j8Tk9vSSePGuvgf3gnWRcfEKu8+Cr+n1NpadZu9K5fpXd3cLINGO4At9VKhuhoebDKRtz36TwAAAGhdrRsoiiBpvxSHuihHT0RwM0G3pk8SGU2h3MQaL+10MfwBVXebWM8k+D5A3ZRrf/g+y0jb9DTtKldWadNSzc/c7Fx9ENN8nCYABgAAgH3XgoGiCLrGOmXtlS3f4d5D56+p29yzZLNq6qZMPc/q4jk9wKhVK87Q+TqWFzVdlMB56nv/3Ps47abhBfehkSA6aIu7x7OWaoYujF2PadoOopq3C0O3aTi/QXf0g0e13Ly1Kxwbzj8AAABomgwDRX74gps61dO2/OADN3smfe1MYcxuKlUPcKiHKNR9efz6GjluaI8WfDV1lamyesjDbmZNFCAZTbP64Q31VLW+385el+k22ky0vPjpooTN8+zpJdq1t53TdXcpweuG+DVF6gEWNZ36JMkHfsBkdr3d02yd+LVBHNjmRMabzdNacN4q6fIPAAAA9kMTXo9TLw4wva/AgYOIX+XDTze7D64gbwEAAA621r1HEQ6UyfJI/EMsAAAAcKAgUISG8Iu4ucl4PO++OgcAAAAOhxZoegYAAACAVoQaRQAAAAAIhEARAAAAAAIhUAQAAACAQC0QKKr3L94q6a8AAAAA0BKyDxTtPo/vztT0tsFPyCZ+gTMAAAAAPFOZB4rcbzKtL9EaddEw+mUDAAAAOLAyfj2O2xPHnY7bdJ7Ksru24pXbNX00S9UlOlXa1tMsEY2NUEGO2KGF0+d0n8ZqntwtoGRt0OzoZdlNHNdQDu9dow+o5My/ujhCZ+k63RsjYx5CyRwWPk8AAAAAULKtUSwOUk9uhz4rE1UePaFc96BsfuY+hE+dHqGFqojJ1q/Jv+XHeEFzYYy7f+Ph12jN6qRh3URdvDJOdEP/nsfRSTpvNF9zn9KX2lbl+Fnub3loRvU7TJ3UZ9z3WOxoF1HkQxk4xs0TAAAAADIOFLnZOaeDMRms5ZI3P1cX7T6C79PylkW5ti45vDJ1zugWzjtO4tpAHXBWVrbJyrXRJM3THQ4aT0zI4VwrOdxNtPah/l3cPAEAAAAgy0CRg7EcVR/YtYTz9Fk1Rz1DDdbU2Q/H6I+/CdvaWnWbjCuX6V3d3CyDxkKvCBoFrumkbVq2fxgzTwAAAADIMlCUzc7chOwGYOMFcpqf05mgW9MniYzmam5eTqSySpuWan6WD9g4AWUD8wQAAAA4QrILFLvbKMfNwDr4kp+5DbKM5ufNPStV4Lj76L76ozhD5xPX/qkm5XzHBA13P6HlKT0PLd08AQAAAI6OzALFyROd3mZgJmv13ObnylRZPjhyyW72Ldv3EIbR9xratZTTbbRZR+1fZWqVdvtHaGBX3zcpNTZPAAAAgKMi49fjAAAAAMBhkelTzwAAAABweCBQBAAAAIBACBQBAAAAIBACRQAAAAAIhEARAAAAAAIhUAQAAACAQAgUPd6hq3eX6FZJf82EmudHVxrsyrAOxSu3nd5x4t9V2UzNSE8AAADYLxkGiioocAIU/Wl2gDRZTreMtNMdBJWpM/veNeFhTk8AAICjKsNA8T5dHOWu+67RmohPLN2X8ru+rvMAAAAA4GBoQs8sXLN4gXq2rhlBIg8rEd1YpWPTI1SQw3Zo4fQ5uhk77gIdWxmhs2U5QjarXmpbpdm9QboU1EdzdYlOleb1l1py+tDptvXylojG/OvC1PoM2JPHLEvxp8cE3fqE5+3dxpp5lq7TvTEyli0EDYtgp5V3HcO2gYeH5QOz19tk0ew6NZCeAAAA0Mr28R7FHA1MD9LTObvWsZOGnaZKc9wILVQ7aTzm3jq7eXWh6tZeyk9M4JZkusJY8HpOlkWAtSsCIDmNGJcfqbO5VQVbeblcFSyFzrP8kKrUSX3G/X3cnzZVzX6r6xe9DeF5NFkWgR4Hfzzd3IYIEcWqLJ5pKD0BAACgte3rwywcWFys8F/3aXnLolxblxzO3HFENx/sEOWPqy/PQPB6TlBfYYcWnADoPl1c2aFc9yAV9ZBog06Q6Na0Rs1znu6sW1Q4YQfM/FuL1j6MDoSjhS/PFr7tYtwDPV1llTZFpJjvSBbwReU7AAAAtK7Wfeo516b/aBHF45SnTho3H9YZ69Qj4+X6T1KBLNpcMe7ZjJlnZWWbrEIvTfKXUi8VqqtOMJ1K6m3YpqciMHSC1uIg9eR82wIAAACHTusGitae/qOV8P11umnV/oxepiSxGzfL8v18A9PXVeDniJinrLlTzc/c7OzU6DUkeHnR7tOjXfFfYUQFl9MnidbLjQWtAAAA0PJaMFCcoFtjnWRtrervRhNn6XrNgxObe1Ydzb+uuqfTQVvcvZNR+H4+ef/l3Rm13Nh5qqbhwtBtGs5v0B39QE9qabehOEPD3GRtBJf+p9nT5gMAAAC0rgwDRX5qlpsz1RO1uf4LsvYp6cMehTG7OdS8j08ESjc2iPS87g3t0YLv3YCVqTKt0Um6JKcVn4RBUP3TiXUZVQ9/qPVUn3rfHXizJOYhl3ubrhYTzJMfasmJBBWBc7IKPDsfllRQbdcCyu1LuQ2Vy7TMAa4xjX+6tPkAAAAArasJr8epl3pdi/kKHDDxk9L81LD7sM++K87QR9NttGy+1kYO66LNZ7leAAAA0FSte48iSOq1NA0+xNKo7jbyvymxONQlhj2hRwgSAQAADi3UKLYo7hJvnN9QbW3QbMIHZprJWR8H37OIF2cDAAAcZi0QKAIAAABAK0LTMwAAAAAEQqAIAAAAAIEQKAIAAABAIASKAAAAABCoOYEiv2OPX7ps90ACAAAAAAdOEwLFd+jq/z5Ju9Ud/R0AAAAADqLMA8XilRIN0AbdeaAHAAAAAMCBlG2gWJyh8/1Eazee/QuiAQAAAKAxmQaKk++dJFovo+9fAAAAgEMgu0CxdJ3G8xv0wdR9PQAAAAAADrLMuvCr7QvYVV1EP84AAAAAB03z+nouXad7Q3s0O4r7FQEAAAAOoia8HgcAAAAADoPm1SgCAAAAwIGGGkUAAAAACIRAEQAAAAACIVAEAAAAgEAIFAEAAAAgEAJFAAAAAAiEQBEAAAAAAiFQjME9znx05R397SCZoFufLNG9uzNU1ENaTfHKbbrH68if8oQeCgAAAK0i0/coBnXjZ61fo3cPcP/PvE3DezHbwL3QjHXqL6YdWjh9jm7qb2kkWn4gDhRHqGBtNL13nEbznQPGS22rdKo0r4cAAABAK8i8RpEDhFOnR5zPQQ4SEyuf09t7jdYsMw0aCxIbM09neR32qQvFI5nvAAAAh9w+NT2/Q1fv3qarRd0cKj/XaVKPlbhWzhnnNvfaTb9mM+Wtkv37oHlcF3/ELY/Hu8vyNnt6x/lrytJJvjx7Pe3t5eXn+i+44xM00UY36QYvLxmdnkmbiYsz9JH4vdl0z/mZbJkhaRab78Y0+iPLixSVDwAAAOC3j/co5mhgepCeztk1b500bAcQfKIfa6c1Oa62RooDJdk0KYbPrltUGJohKj+kKnVSnxMEiCDkRCdR9aH+Zi5vhBaqnTSuA4PJ8gUa2F3SyxLrkh8xAlNzHE8nBzckannFKyXP8uxayMrUGfmdl++prUvQPGtPy2nlF7a8pqhcpncXd0T+lUTQLr6LfB4vJGuOD02zgHwvdrTrfL9PF0ft7RIfsWyqLtHZsvpdVD4AAABArcwDRU/tl6c2R5yzF8/QRdkOep+WtyzKtXWJv9+hq0OdIhgq63EB+D47HSBVVrbJyrXRJM3THQ4aT9i1QhPUV7Bo7UM3kHKXR3TzgQga8sfFX/w7Eaw4AZcILlZEMNM9KGvAhj3jshC+POchk0JvHbV6GUi9PN2cHZA+oflePicCVqKB92ZkPlcXkwSmUWnmz/d3aLibPPmuTNCtMTLmkSAfAAAAwKPp9yjatTnhuuhYjmj3Ufg9bdbWqnufHddS2bVuHDTaQU+plwrV1fBgk4kAk4rHKU+dNG4ENcEPomQkZnlc+ydrO/W4ZtdwNWt5UflemSrTWv6krM2LLw9CXJqZ+V4cpB7apmVfvk+WR4jMoHS/8x0AAOAQ2Mem5zDb9LS2hTSZyiptWqoZkpudqw9qa7o8rD39xw4tGEGN/Ixe1uOaIXh5dmxzs2QPX6Ld/gtNDxb3e3nc5NuztVRnU29Emhn5XhzqIjIvJBg3cVNQUBqdDwAAAODVAoGiaoYujNXzUIVNNR8Whm7TcH6D7oTWVnEzZKesmbSDDPt+RY/KY9o17n/jh0Iafpglank1aoPmzT2ric2j9QbpdT7MwvR9ictT83TxxgaRfb9ilNg0U2Um3zFBw91PxLyN2mh+gMbT5KzVlQ8AAADA9uk9ikRX716gYytuk6T/3Xnye39O/s3UdPflPKPfI8jBywjl9e8Vfrr1Ag24s3Pmp0SMlw/W6CbJ6hLN7g3SeSpHLN+k5tuz5V/fsOWpdDGH8zK99wD6pq0Z71e7LElOt51geVFUWhd804Tm+6NxmZbVRTff1W8tOnW6HLGePO+IPJKC1iVq25PMEwAAAEyZBorPBgcM/HSz++CKHRCYgSkAAAAA1KcFmp4bww8txD7EAgAAAAB1O7CBonpx8xKN591X5wAAAABAdg5B0zMAAAAANMOBb3oGAAAAgOZAoAgAAAAAgRAoAgAAAEAgBIoN4AdqmterCb/ix9tXNgAAAMB+yi5Q5BdVm/3oik+zu4ZrRHODvADcYwiny92Zml5W9n1dAAAAABLIuEbR6Et3jrtra34/wgeF7JN4fYnWqIuGm9MfHwAAAECmsns9juz6jkSgeI5u6kHeYb7u0/xdx5ld5wl212pc28Zd+H1AJaeLP9klHIUv79TpBbGsEtGNVTo2PUKqdzkOYs/Rpq+rQEdYN28xXcTFdyvH3J5i7nTcdroE9Hdb6JDTq+72jq0sEY15t0Ftr29drA2aHb1M/N7xNGkWmEfGPAEAAODoae49ilt7ZFE7dRQ5eBEByK4IgGSN4zVay4+4tY0yWGmntTldGyk+Zv+7uf4Lql9oMXx23aLC0AxR+SFVqZP6jHv4Jk+IQLP6UH/L0cA0d+2n5rdQ7aTx8gRVps7o7yrIs5dnB3ZR6+kdp+aRSHGQenI79FmZqPLoCeW6B2Xzc9y6sMKYvQ1iXaxOGtbrUrwyLgJh/XseRyfpvFF7mzTNih3tMs04cIybJwAAABwtzQ0UK49pV/x3sTJBfYUdWnACoPt0cWVHBkyyZmyoUwRK5fBu+LhmS09bWdkmK9dGkzRPdzgAOjEhh3NtXl/BorUP3SCruuj2/3zzwQ5R/njN/YFeEetZnKFhz7gg83TWF+gxbnbO6WBMBmu55M3P7jbcp+Uti3JtXXJ4ZeqckV7ecVKiNHuHhrvJSbPYeQIAAMCR0txAsXic8s7/nTRuPuziNDN30bEc0e4jtwbRz9padZs/K5fpXd10KgOgQq8IgIRSb3yfzyJY6tF/Bopcz7Q4GMtR9YEdPM7TZ9Uc9Qw1WFNnPxyjP/4m7ERpxjWdtE3L9g9j5gkAAABHS1MDRVmTRk/0N76/zm7W1J/Ry2L4Nj211C/qVlmlTUs1pXKzsxuMhbD2aFP/GS5sPVOSzc7chOwGYOMFEbPq5ud0JujW9Ekio7mam5cTMdJMPmDjBJQNzBMAAAAOpeYFiqXrskaqunjOCU74HsFaqomzMHZd1XLVRTUNF4Zu03B+g+6U9eAaIgga6/TUsm3uWbXBWtR6ymZ09/4+fhCFAz4vfphFBIPm9N1tlONmYB18yc/cBllG83PguiTg1MIWZ+h84to/ld75jgka7n5Cy8a9oCzdPAEAAOAwyjhQNJpt9cMpZ2XwJgK6UfVgiF2rxh/7IRF+qGN2vd3T5Jv4tTrynj8R0JhNrZpbizdCec/TybzMsnxY45K9TBncRa3nPJ1dFEGpnic/KJKkxo1rOj3NwEwGpG7zc/C6RNH3GtrbN91Gm3XU/lWmVmm3f4QGdvV9k1Jj8wQAAIDDJ7vX4zwzXIvHTwa7D66Yr6NRgSoAAAAA1Ku5D7Psg8kyv7cw5iEWAAAAAKjbgQ0U+aXS3EQ6nndfAwMAAAAA2TkETc8AAAAA0AwIFAEA4Jn5/cqo/qvWK0N39V8A8GwQ/X8fe6ObYlBW6wAAAABJRU5ErkJggg==)